# **COMS3000: 2014 exam answer**

**Q1) [2 marks]** Compute the Annualised Loss Expectancy (ALE) for the following scenario. It is estimated that on average, a user account in a company is compromised once every 5 months. It is further estimated that the total loss to the company due to each such event is $9,000.

I agree with the person in Red, ARO = 12/5, SLE = 9000, ALE = ARO \* SLE = 12/5 \* 9000 = 21600

**Q2) [2 marks]** Which of the 5 aspects of information security is compromised by a phishing email? Explain your answer.

The phisher is not Authentic. They are trying to get your sensitive information by by masquerading as a trustworthy entity in an [electronic communication](https://en.wikipedia.org/wiki/Electronic_communication).

Could this also cover Confidentiality? They are stealing a legitimate user’s information

**Q3) [2 marks]** Explain the concept of a “Trusted Path” in information security and give an example.

I don’t remember seeing this in lectures but WikiPedia’s definition is “a mechanism that provides confidence to the user that they are communicating with whom they intended to communicate with and ensures attackers can’t intercept or modify the information being communicated”

Slide 21 in Lecture 2 covers the example of a bogus login interface on Windows, but CTRL-ALT-DELETE is a system level interrupt that can’t be hijacked, so you’re guaranteed to get a real login prompt (a trusted path).

An example could be an SSL Certificate, verifies that the user is communicating with who they want to over a secure connection.

And you are trusting the CA

**Q4) [7 marks]** For this question, you can assume that the function h() is an ideal cryptographic oneway hash function which produces 128-bit outputs. (You can assume the ‘random oracle model’.)

**a) [2 marks]** For two different, randomly selected 2048-bit inputs x1 and x2, what is the probability of a collision, i.e. what is the probability that h(x1) = h(x2)?

0.5^128

**b) [2 marks]** Let’s assume the same function h() is used for Bitcoin mining, where the goal is to find an input x so that the first n bits of h(x) are equal to ‘0’. Let’s assume you just bought commercial Bitcoin mining hardware which can do 1TH/s, i.e. 1,000,000,000,000 hashes per second. For n=60, and using this hardware, how long does it take on average to be successful, i.e. to find a value x so that the first n bits of h(x) are equal to ‘0’?

On average we have to try 2^n inputs

n = 60

time in seconds = average hashes required/hashes per second

= 2^60 / 1,000,000,000,000

= 1,155,431.26

= 19257 min

= 320 hours

= 13.37 days

= 1,152,921.505s

= 19215.36min

=320.25hr

=13.34 days

**c)** [3 marks] Is the problem in Question b) related to the Birthday Paradox? If yes, explain how. If not, explain why not and what the difference is.

The Birthday Paradox relates to strong collision, where you’re trying to find two matching inputs. However, part b is looking for a match to an input, and therefore is based around weak collision. As such, part b is not related to the birthday paradox since it is looking for weak collision.

**Q5) [2 marks]** Explain the difference between an online password attack versus an offline attack. Give an example for each type.

An offline attack requires no communication with the server under attack (holding the key).

Example: you’ve got a downloaded database dump and can throw as much power at the attack as you can afford.

An online attack requires (typically significant) work of the system under attack.

Example: trying to guess someone’s PIN at an ATM. You only get 4 tries before you lose the card (so it doesn’t matter how fast you can try a PIN combination).

**Q6) [2 marks]** Explain the concept of SALT in the context of passwords. What are the aims of SALT?

In [cryptography](https://en.wikipedia.org/wiki/Cryptography), a **salt** is [random](https://en.wikipedia.org/wiki/Random_Number_Generator) data that is used as an additional input to a [one-way function](https://en.wikipedia.org/wiki/One-way_function) that [hashes](https://en.wikipedia.org/wiki/Hash_function) a [password](https://en.wikipedia.org/wiki/Password) or [passphrase](https://en.wikipedia.org/wiki/Passphrase). The primary function of salts is to defend against [dictionary attacks](https://en.wikipedia.org/wiki/Dictionary_attacks) versus a list of password hashes and against pre-computed [rainbow table](https://en.wikipedia.org/wiki/Rainbow_table) attacks.

Also prevents two users with the same password from having the same password hash.

**Q7) [2 marks]** Assuming an attacker has access to a hashed password file with only a single hashed password. Does SALT improve the security in this case? Explain your answer.

Yes?

I’m thinking no. The main advantage of salting is that the hash function between separate passwords then becomes different, so an entire database can’t be compromised, and multiple passwords can’t be received. When there’s only one password, neither of these are relevant.  
So in this case it essentially make no difference?

This would still provide protection against dictionary attacks. If you didn’t use a salt, then you could just compare the password against precomputed hashes. By having the salt, this won’t work.

Therefore, in summary, yes if the attacker plans on using a dictionary attack or rainbow table but if the attack was brute force, it would make no difference. Consequently, the security is improved, by using SALT.

**Q8) [2 marks]** Explain the concept and goal of multi-factor authentication. Describe a practical example.

Multi-factor allows the system to utilize two guards against an attacker. THis is much stronger. An example would be to require a password and a time sensitive code that is messaged to a mobile phone (something you know, pword, and something you have, mobile phone). A third factor could be a biometric (something you are).

Multi-factor authentication presents several separate authentication stages,

-Something you know

-Something you have

-Something you are/do

**Q9) [2 marks]** You are given a ciphertext that you know has been encrypted using a Vigenère cipher. You observe that the word ‘SVTYR’ is repeated 4 times, and appears at positions 23, 41, 95, and 131. What is the most likely codeword length?

Appears 4 times 23, 41, 95, 131  
Distance between word appearances 41-23 = 18 95-41 = 36 131-95 = 36

Gcd(54, 36, 18) = 18

therefore most likely code length will be 18

**Q10) [3 marks]** Consider the challenge-response authentication protocol as shown below. Is this protocol secure? If not, what is the problem and how can it be fixed?

Note:

· *h*() is a secure, 256-bit cryptographic one-way hash function.

· ‘||’means concatenation

Protocol:

1. Client sends *username* to Server

2. Server computes challenge *c* as follows: *c = h(username)*

3. Server sends challenge *c* to Client

4. Client computes response *r = h(password || c)*

5. Client sends *r* to Server

6. Server verifies *r*

Challenge should be random, salt that?

Is this vulnerable to a replay attack?

Yes replay attack, the challenge code can be re-used. If an eavesdropper listens in and retrieves the username, they can then send the request to the server gaining the challenge code. Having this information, they can identify the response sent from the client.

The challenge is always the same for the same user. Therefore, a replay attack can be possible without knowing the raw username or password.

The tutorial answer:

The problem is that c is the same for each login attempt. An attacker can easily launch a replay attack. The eavesdropper can listen and hear the username, challenge and reply.

The nonce, or challenge should not be reused.

**Q11) [5 marks]** Consider a biometric system with the following (somewhat unrealistic) conditional probability density functions for the matching score *S* for an impostor and a genuine user.

![](data:image/png;base64,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)

**a)** [2 Marks] For a threshold of *t* = 7.5, what is the False Non Match Rate (FNMR)?

a x 4 = 1 -> a = 0.25

b x 2 = 1 -> b = 0.5

FMR = 0.5 x a = 0.125 = 12%

FNMR = 0.5 x b = 0.25 = 25%

**b)** [3 Marks] What is the Crossover Error Rate of the system, and what is the corresponding value of the threshold *t* ?

The error rate at which FMR = FNMR (solve for t)

FNMR = ( t - 7) \* b

FMR = (8 - t) \* a

(8 - t) \* 0.25 = (t - 7) \* 0.5

2 - 0.25t = 0.5t - 3.5

0.75t = 5.5

t = 7.333

Subbing t back into one of the functions,

FMR = (8 - t) \* a

FMR = (8-7.333)\*0.25 = 0.16675

we get CER ~= 16.7%

**Q12) [2 marks]** In a Linux system, based on the information provided below, what are the access rights to the file ‘script’ for the user ‘alice’, who is a member of the group ‘student’.

Also, explain what the letter ‘s’ in the fourth position means.

-rwsr-xr-- bill student script

Alice has access to read and execute.  
s instead of x in the owner permissions means that the 'sticky bit' (suid) is enabled, so this file will be executed with root permissions by all users.

^ Pretty confident the above explanation is wrong. Having the SUID bit set like this means that when the file is executed, the file owner’s permissions/UID will be used to execute it, rather than the permissions/UID of the current user. It would only execute as root, if root was the owner. But in this case the owner of script is bill, so it would execute with his permissions/UID. +1

So technically in this case, alice can also write? So she can do all read, execute and write since she’s running with the owner’s(Bill) permission?

No, the SUID bit means when the file is `executed` it will run with the same permissions as the file owner `bill` in this case (whereas traditionally, if you execute a file as `alice`, it will run with your user `alice` permissions). This means if the script tries to access any other files, it will have the full rights of `bill` in this case when it accesses them. It does not grant Alice those rights, merely the code running within the file those rights.

The only time it will grant root privelege is if the SUID is for 0, or the root id. This means the file will run with root permissions, this is used to change your password for example, as it requires accessing the shadow file (root permission required), but allows you to do it from your account (as the change password script runs with setuid root). This does not grant you access to the shadow file (other users passwords), merely grants the script access. And as you cannot modify the change password script (no write access), it is secure.

**Q13) [6 marks]** Consider a system where user passwords are automatically and uniformly randomly generated, i.e. all possible passwords are equally likely. The passwords consist of the 26 letters of the alphabet, and are all 8 characters long.

**a)** [2 marks] Compute the password Entropy H(X).

H(X) = 26^8 \* -(26^-8 \* log(26^-8)) = ~12 bits

^ I don’t agree. Since the probabilities of all outcomes are equally likely H(X) = I(X).

H(X) = I(X) = log\_2(26^8) = 37.60 bits

-(26^8 \* (26^-8 log\_2(26^-8)) = 37.60 bits

I agree with green +1

**b)** [2 marks] Now consider an alternative approach to randomly generating passwords. In this case, pasdswords are uniformly randomly chosen from a list of all words (of any length) in the English language. As a very rough estimate, we assume the English language has 1 Million words. Does this approach provide better password security than the approach in question a) ? Support your answer using Information Theory.

Working out the entropy for this shows it’s less than that of the password with 8 characters, since only 1 thing is being chosen, and even when it’s chosen from a large number of choices, it still scales less than having more inputs.

Not sure… H(X) = log2(1000000) = 19.93 bits. Which is worse than 8 random characters.

Isn’t it as simple as noting that the number of possible passwords w/ 8 random chars is 26^8, which is more than the number of possible passwords w/ 1,000,000 words? (and if you’re supporting your answer using information theory you just take the entropy of both, and then quote the password entropy slide and say that a higher entropy means it’s more random/unpredictable/harder to guess)

Wouldn't this also make it more vulnerable to dictionary attack? I guess the question asked for information theory, so oh well.

Text taken from the english language does not have the same entropy per character. Because certain characters are more frequently used than others, and because certain trigraphs are used more frequently than others, choosing a character at random from ‘any’ english text will only give you ~1.5 bits of entropy (as certain characters are much more likely), whereas choosing a character at random from the alphabet as in a will give you 4.7 bits of entropy per character (as it’s truly 1/26 per character). That means that you have reduced your entropy from 37.6 to 12, so this is much less secure.

**c)** [2 marks] Aiming to increase the Entropy of the 8-character passwords as described in Question a), a system administrator has the following idea. He suggests adding 6 additional characters at the end of each 8 character password, increasing the length from 8 to 14 characters. These 6 additional characters are computed from the first 8 characters using a hash function and encoded using Base64 encoding. (Base64 encoding is simply a method to encode binary data as ASCII strings, but the details are not relevant for this question.) Discuss if this idea increases the Entropy of the passwords.

This does not affect the randomness of the password at all, since the additional characters are based off the input, and as such the input is the same size. Therefore, the entropy will remain the same.

“If a [compression](https://en.wikipedia.org/wiki/Data_compression) scheme is lossless—that is, you can always recover the entire original message by decompressing—then a compressed message has the same quantity of information as the original, but communicated in fewer characters.” — <https://en.wikipedia.org/wiki/Entropy_(information_theory)>

^ since we have a trivial lossless compression scheme for the passwords (we simply don’t need to store the 6 addition characters as they are a function of the other 8 characters). This would imply that the Entropy of the passwords have not changed.

Fundamentally, the main thing is that the base64 of a PW is always the same for that PW, so we still only have N = 26^8 and Pi = 1/26^8 (therefore entropy is the same)

**Q14) [2 marks]** You are given a binary ciphertext message C = 11001100 which has been encrypted with a one-time pad using the key K = 10101010. What is the corresponding plaintext message M?

Tutorial 6 has several problems like this, uses XOR for a one-time pad

C = 11001100

K = 10101010

M = C XOR K = 01100110

**Q 15) [2 marks]** What is the Discrete Logarithm of 6 to the base 5 if we are calculating modulo 7, i.e.

*log5 6 mod 7* = ?

log5(6) mod7 = x

log w (y) (mod z) = x

w^x (mod z) = y

5^x (mod 7) = 6

5^1 (mod 7) = 5

5^2 (mod 7) = 4 (5\*5 = 25 = 7\*3 + 4)

5^3 (mod 7) = 6 (5^3 = 5^2 \* 5^1 = 5 \* 4 = 20 = 7\*2 + 6)

Therefore, log\_5 6 (mod 7) = 3

**Q16) [2 marks]** Consider the RSA system with the following parameters: p =11 , q = 5 , e = 7  
Encrypt the following numerical plaintext message: m = 5

N = p\*q = 55

C = memod n = 57 mod 55 = (52mod 55 \* 52mod55 \* 52mod55 \* 51mod55) mod 55 = 25

**Q17) [3 marks]** What is the main purpose of Public Key Certificates? Explain how they are used in the context of TLS/SSL.

They are used for authentication?

Taken from lecture slide:

Purpose - links together identity and public key

Signed by a trusted CA (Certification Authority). Public Key certificates are used to authenticate the server.

**Q18) [2 marks]** Describe differences between an Intrusion Prevention System (IPS) and a Next Generation Intrusion Prevention System (Next Gen IPS).

This wasn’t covered in lectures, therefore not covered in exam?

**END OF EXAMINATION**